**Algorithms:**

**1.**

**Build Min Heap:**

**Create a min heap data structure.**

**Insert Elements:**

**Insert all elements from the input array into the min heap.**

**Extract Min Element:**

**Extract the minimum element from the min heap (this will be the largest element in the original array).**

**Replace Array Element:**

**Replace the last element in the array with the extracted minimum element.**

**Heapify:**

**Perform heapify operation to maintain the min heap property.**

**Repeat:**

**Repeat steps 3-5 for the remaining elements in the min heap.**

**Result:**

**The array is now sorted in decreasing order.**

**2.**

**Initialize MinPriorityQueue Class:**

**Create a class MinPriorityQueue with a private member vector heap.**

**Heapify Function:**

**Define a private function heapify(i) to maintain the min-heap property.**

**Constructor:**

**Define a constructor for the MinPriorityQueue class.**

**HeapMinimum Function (HEAP-MINIMUM):**

**Define a public function heapMinimum() to return the element with the smallest key.**

**HeapExtractMin Function (HEAP-EXTRACT-MIN):**

**Define a public function heapExtractMin() to remove and return the element with the smallest key.**

**HeapDecreaseKey Function (HEAP-DECREASE-KEY):**

**Define a public function heapDecreaseKey(i, newValue) to decrease the value of an element at index i to a new value newValue.**

**MinHeapInsert Function (MIN-HEAP-INSERT):**

**Define a public function minHeapInsert(key) to insert a new element into the min heap.**

**Main Function:**

**In the main() function:**

**a. Create an instance of MinPriorityQueue called minQueue.**

**b. Read the number of elements to insert (numElements) from the user.**

**c. Insert the specified elements into the min heap using minHeapInsert.**

**d. Print the minimum element in the heap using heapMinimum.**

**e. Extract and print the minimum element from the heap using heapExtractMin.**

**f. Decrease the value of an element at index 2 to 0 using heapDecreaseKey.**

**g. Print the new minimum element in the heap using heapMinimum.**

**3.**

**Define findLargest Function:**

**Create a function findLargest that takes a vector of integers arr as input and returns the largest number in the array.**

**Check for Empty Array:**

**If the array arr is empty, return a default value (e.g., 0) indicating that the array is empty.**

**Initialize Largest Variable:**

**Initialize a variable largest with the first element of the array (arr[0]).**

**Iterate Through Array:**

**For each element arr[i] from the second element to the last element in the array (arr.size()):**

**a. If arr[i] is greater than the current largest, update largest to be arr[i].**

**Return Largest:**

**Return the final value of largest.**

**Main Function:**

**In the main() function:**

**a. Read the number of elements (n) from the user.**

**b. Create a vector nums of size n to store the elements.**

**c. Read the elements from the user and store them in the vector nums.**

**d. Call the findLargest function with the vector nums to find the largest element.**

**e. Print the result.**

**4.**

**Define Node Structure:**

**Create a structure Node representing a node of the Binary Search Tree (BST) with fields data, left, and right.**

**Define getNode Function:**

**Create a function getNode(data) to allocate a new node with the given data and return a pointer to it.**

**Define Inorder Traversal Function:**

**Create a function inorderTraversal(root, arr) to perform an inorder traversal of the BST and store the elements in a vector arr.**

**Define BSTToMinHeap Function:**

**Create a function BSTToMinHeap(root, arr, i) to convert the BST to a Min Heap using preorder traversal and the elements in the vector arr.**

**Define convertToMinHeapUtil Function:**

**Create a function convertToMinHeapUtil(root) to initiate the conversion process by first obtaining the inorder traversal of the BST and then converting the BST to a Min Heap.**

**Define Preorder Traversal Function:**

**Create a function preorderTraversal(root) to perform a preorder traversal of the tree and print the elements.**

**Main Function:**

**In the main() function:**

**a. Create a BST with sample data.**

**b. Call convertToMinHeapUtil(root) to convert the BST to a Min Heap.**

**c. Print the Preorder Traversal of the converted Min Heap.**

**Codes:**

**1.**

**Code:**

#include <bits/stdc++.h>

using namespace std;

// Function to heap sort in decreasing order using min heap

void heapSort(int arr[], int n){

// Creating min heap using a priority queue

priority\_queue<int, vector<int>, greater<int> > minHeap;

// Inserting input array to min heap

for (int i = 0; i < n; i++){

minHeap.push(arr[i]);

}

// Iterating backwards in the input array, where each element is replaced by the smallest element extracted from min heap

int i = n - 1;

while (!minHeap.empty()){

arr[i--] = minHeap.top();

minHeap.pop();

}

}

int main(){

int arr[6] = {5, 2, 9, 1, 5, 6};

int n = 6;

heapSort(arr, n);

cout << "Sorted array : ";

for (int i = 0; i < n; i++){

cout << arr[i] << " ";

}

cout << endl;

return 0;

}

**Output:**

![](data:image/png;base64,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)

2.

#include <iostream>

#include <vector>

#include <limits>

using namespace std;

class MinPriorityQueue {

private:

vector<int> heap;

// the min-heap property

void heapify(int i) {

int left = 2 \* i + 1;

int right = 2 \* i + 2;

int smallest = i;

if (left < heap.size() && heap[left] < heap[smallest]) {

smallest = left;

}

if (right < heap.size() && heap[right] < heap[smallest]) {

smallest = right;

}

if (smallest != i) {

swap(heap[i], heap[smallest]);

heapify(smallest);

}

}

public:

// Constructor

MinPriorityQueue() {}

// Function to get the element with the smallest key (HEAP-MINIMUM)

int heapMinimum() {

if (!heap.empty()) {

return heap[0];

} else {

cerr << "Heap is empty." << endl;

return numeric\_limits<int>::max(); // Return a large value to indicate an empty heap

}

}

// Function to remove and return the element with the smallest key (HEAP-EXTRACT-MIN)

int heapExtractMin() {

if (heap.empty()) {

cerr << "Heap underflow." << endl;

return numeric\_limits<int>::max(); }

int minElement = heap[0];

heap[0] = heap.back();

heap.pop\_back();

heapify(0);

return minElement;

}

// Function to decrease the value of the element to a new value (HEAP-DECREASE-KEY)

void heapDecreaseKey(int i, int newValue) {

if (i < heap.size() && newValue < heap[i]) {

heap[i] = newValue;

// Fix the min-heap property

while (i > 0 && heap[(i - 1) / 2] > heap[i]) {

swap(heap[i], heap[(i - 1) / 2]);

i = (i - 1) / 2;

}

} else {

cerr << "Invalid index or new value is not smaller." << endl;

}

}

// Function to insert the element (MIN-HEAP-INSERT)

void minHeapInsert(int key) {

heap.push\_back(numeric\_limits<int>::max()); // Insert a large value initially

heapDecreaseKey(heap.size() - 1, key);

}

};

int main() {

MinPriorityQueue minQueue;

int numElements;

cout << "Enter the number of elements to insert: ";

cin >> numElements;

cout << "Enter the elements to insert: ";

for (int i = 0; i < numElements; i++) {

int element;

cin >> element;

minQueue.minHeapInsert(element);

}

cout << "Heap Minimum: " << minQueue.heapMinimum() << endl;

int extractedMin = minQueue.heapExtractMin();

cout << "Extracted Min: " << extractedMin << endl;

minQueue.heapDecreaseKey(2, 0);

cout << "Heap Minimum after decrease: " << minQueue.heapMinimum() << endl;

return 0;

}
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3.

**Code:**

#include <iostream>

#include <vector>

// Function to find the largest number in an unsorted array

int findLargest(const std::vector<int>& arr) {

if (arr.empty()) {

return 0; // Return default value for empty array

}

int largest = arr[0];

for (size\_t i = 1; i < arr.size(); i++) {

if (arr[i] > largest) {

largest = arr[i];

}

}

return largest;

}

int main() {

std::cout << "Enter the number of elements: ";

int n;

std::cin >> n;

std::vector<int> nums(n);

std::cout << "Enter the elements of the array: ";

for (int i = 0; i < n; i++) {

std::cin >> nums[i];

}

int largest = findLargest(nums);

std::cout << "Largest: " << largest << std::endl;

return 0;

}

**Output:**
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4.

#include <bits/stdc++.h>

using namespace std;

// Structure of a node of BST

struct Node {

int data;

Node \*left, \*right;

};

struct Node\* getNode(int data)

{

struct Node\* newNode = new Node;

newNode->data = data;

newNode->left = newNode->right = NULL;

return newNode;

}

// function prototype for preorder traversal

void preorderTraversal(Node\*);

// function for the inorder traversal of the tree

void inorderTraversal(Node\* root, vector<int>& arr)

{

if (root == NULL)

return;

inorderTraversal(root->left, arr);

arr.push\_back(root->data);

inorderTraversal(root->right, arr);

}

// function to convert the given BST to MIN HEAP performs preorder traversal of the tree

void BSTToMinHeap(Node\* root, vector<int> arr, int\* i)

{

if (root == NULL)

return;

// first copy data at index 'i' of 'arr' to

// the node

root->data = arr[++\*i];

// then recur on left subtree

BSTToMinHeap(root->left, arr, i);

// now recur on right subtree

BSTToMinHeap(root->right, arr, i);

}

// utility function to convert the given BST to MIN HEAP

void convertToMinHeapUtil(Node\* root)

{

vector<int> arr;

int i = -1;

inorderTraversal(root, arr);

BSTToMinHeap(root, arr, &i);

}

// function for the preorder traversal of the tree

void preorderTraversal(Node\* root)

{

if (!root)

return;

cout << root->data << " ";

preorderTraversal(root->left);

preorderTraversal(root->right);

}

int main()

{

struct Node\* root = getNode(4);

root->left = getNode(2);

root->right = getNode(6);

root->left->left = getNode(1);

root->left->right = getNode(3);

root->right->left = getNode(5);

root->right->right = getNode(7);

convertToMinHeapUtil(root);

cout << "Preorder Traversal:" << endl;

preorderTraversal(root);

return 0;

}

**Output:**
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